**The Common Desktop Environment**

 

In order to use Solaris and most other Unix Systems you will need to be familiar with the Common Desktop Environment (CDE). Before embarking on learning C with briefly introduce the main features of the CDE.

Most major Unix vendors now provide the CDE as standard. Consequently, most users of the X Window system will now be exposed to the CDE. Indeed, continuing trends in the development of Motif and CDE will probably lead to a convergence of these technologies in the near future. This section highlights the key features of the CDE from a Users perspective.

Upon login, the user is presented with the CDE Desktop (Fig. [1.1](http://www.cs.cf.ac.uk/Dave/C/node2.html#fig:CDE_desktop)). The desktop includes a front panel (Fig. [1.2](http://www.cs.cf.ac.uk/Dave/C/node2.html#fig:CDE_panel)) , multiple virtual workspaces, and window management. CDE supports the running of applications from a file manager, from an application manager and from the front panel. Each of the subcomponents of the desktop are described below.
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**Fig.**[**1.1**](http://www.cs.cf.ac.uk/Dave/C/node2.html#fig:CDE_desktop) **Sample CDE Desktop**

**The front panel**

The front panel (Fig. [1.2](http://www.cs.cf.ac.uk/Dave/C/node2.html#fig:CDE_panel)) contains a set of icons and popup menus (more like roll-up menus) that appear at the bottom of the screen, by default (Fig. [1.1](http://www.cs.cf.ac.uk/Dave/C/node2.html#fig:CDE_desktop)). The front panel contains the most regularly used applications and tools for managing the workspace. Users can drag-and-drop application icons from the file manager or application manager to the popups for addition of the application(s) to the associated menu. The user can also manipulate the default actions and icons for the popups. The front panel can be locked so that users can't change it. A user can configure several virtual workspaces -- each with different backgrounds and colors if desired. Each workspace can have any number of applications running in it. An application can be set to appear in one, more than one, or all workspaces simultaneously.
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**Fig.**[**1.2**](http://www.cs.cf.ac.uk/Dave/C/node2.html#fig:CDE_panel) **Clients, Servers and Xlib**

**The file manager**

CDE includes a standard file manager. The functionality is similar to that of the Microsoft Windows, Macintosh, or Sun Open Look file manager. Users can directly manipulate icons associated with UNIX files, drag-and-drop them, and launch associated applications.

**The application manager**

The user interaction with the application manager is similar to the file manager except that is is intended to be a list of executable modules available to a particular user. The user launches the application manager from an icon in the front panel. Users are notified when a new application is available on a server by additions (or deletions) to the list of icons in the application manager window. Programs and icons can be installed and pushed out to other workstations as an integral part of the installation process. The list of workstations that new software is installed on is configurable. The application manager comes preconfigured to include several utilities and programs.

**The session manager**

The session manager is responsible for the start up and shut down of a user session. In the CDE, applications that are made ***CDE aware*** are warned via an X Event when the X session is closing down. The application responds by returning a string that can be used by the session manager at the user's next login to restart the application. CDE can remember two sessions per user. One is the ***current*** session, where a snapshot of the currently running applications is saved. These applications can be automatically restarted at the user's next login. The other is the default login, which is analogous to starting an X session in the Motif window manager. The user can choose which of the two sessions to use at the next login.

**Other CDE desktop tools**

CDE 1.0 includes a set of applications that enable users to become productive immediately. Many of these are available directly from the front panel, others from the desktop or personal application managers. Common and productive desktop tools include:

**Mail Tool**

-- Used to compose, view, and manage electronic mail through a GUI. Allows the inclusion of attachments and communications with other applications through the messaging system.

**Calendar Manager**

-- Used to manage, schedule, and view appointments, create calendars, and interact with the Mail Tool.

**Editor**

-- A text editor with common functionality including data transfer with other applications via the clipboard, drag and drop, and primary and quick transfer.

**Terminal Emulator**

-- An ***xterm*** terminal emulator.

**Calculator**

-- A standard calculator with scientific, financial, and logical modes.

**Print Manager**

-- A graphical print job manager for the scheduling and management of print jobs on any available printer.

**Help System**

-- A context-sensitive graphical help system based on Standard Generalized Markup Language (SGML).

**Style Manager**

-- A graphical interface that allows a user to interactively set their preferences, such as colors, backdrops, and fonts, for a session.

**Icon Editor**

-- This application is a fairly full featured graphical icon (pixmap) editor.

**Application development tools**

CDE includes two components for application development. The first is a shell command language interpreter that has built-in commands for most X Window system and CDE functions. The interpreter is based on ksh93 (The Korn Shell), and should provide anyone familiar with shell scripts the ability to develop X, Motif, and CDE applications.

To support interactive user interface development, developers can use the Motif Application Builder. This is a GUI front end for building Motif applications that generates C source code. The source code is then compiled and linked with the X and Motif libraries to produce the executable binary.

**Application integration**

CDE provides a number of tools to ease integration. The overall model of the CDE session is intended to allow a straightforward integration for virtually all types of applications. Motif and other X toolkit applications usually require little integration.

The task of integrating in-house and third party applications into a desktop, often the most difficult aspect of a desktop installation, is simplified by CDE. The power and advantage of CDE functionality can be realized in most cases without recompiling applications.

For example, Open Look  applications can be integrated through the use of scripts that perform front-end execution of the application and scripts that perform pre- and post-session processing.

After the initial task of integrating applications so that they fit within session management, further integration can be done to increase their overall common ***look-and-feel***  with the rest of the desktop and to take advantage of the full range of CDE functionality. Tools that ease this aspect of integration include an ***Icon Editor*** used to create colour and monochrome icons. Images can be copied from the desktop into an icon, or they can be drawn freehand.

The ***Action Creation Utility*** is used to create action entries in the action database. Actions allow applications to be launched using desktop icons, and they ease administration by removing an application's specific details from the user interface.

The ***Application Gather*** and ***Application Integrate*** routines are used to control and format the application manager. They simplify installations so that applications can be accessible from virtually anywhere on the network.

**Windows and the Window Manager**

 

From a user's perspective, one of the first distinguishing features of Motif's ***look and feel***  is the ***window frame***  (Fig. [1.3](http://www.cs.cf.ac.uk/Dave/C/node2.html#fig:winframe)). Every application window is contained inside such a frame. The following items appear in the window frame:
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**Fig.**[**1.3**](http://www.cs.cf.ac.uk/Dave/C/node2.html#fig:winframe) **The Motif Window Frame**

**Title Bar**

  -- This identifies the window by a text string. The string is usually the name of the application program. However, an application's resource controls the label (Chapter [![[*]](data:image/gif;base64,R0lGODlhDQANAPEAAL+/v+fn529vbwAAACH5BAEAAAAALAAAAAANAA0AAAIfjI+pKAYPoWgh2umspHrnjlUdEI4kN5YpNbUu9sZCAQA7)](http://www.cs.cf.ac.uk/Dave/C/node2.html#ch:resources)).

**Window Menu**

  -- Every window under the control of ***mwm*** has a window menu. The application has a certain amount of control over items that can be placed in the menu. The ***Motif Style Guide***  insists that certain commands are always available in this menu and that they can be accessed from either mouse or keyboard selection. Keyboard selections are called ***mnemonics*** and allow routine actions (that may involve several mouse actions) to be called from the keyboard. The action from the keyboard usually involves pressing two keys at the same time: the ***Meta*** key [![[*]](data:image/gif;base64,R0lGODlhDwAPAPEAAL+/v+fn529vbwAAACH5BAEAAAAALAAAAAAPAA8AAAIohA+Bi+G8nIRmTnbTa/vkzCngIpRAKUDosSItaxqva84kmlJyrMtQAQA7)](http://www.cs.cf.ac.uk/Dave/C/footnode.html#193) and another key. The default window menu items and ***mnemonics*** are listed below and illustrated in Fig. [1.4](http://www.cs.cf.ac.uk/Dave/C/node2.html#fig:win_menu):

  ![http://www.cs.cf.ac.uk/Dave/C/win_menu.gif](data:image/gif;base64,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)

**Fig.**[**1.4**](http://www.cs.cf.ac.uk/Dave/C/node2.html#fig:win_menu) **The Window Menu**

* **Restore (Meta+F5)**  -- Restore window to previous size after iconification (***see*** below).
* **Move (Meta+F7)** -- Allows the window to be repositioned with a drag of the mouse.
* **Size (Meta+F8)** -- Allows the size of the window to be changed by dragging on the corners of the window.
* **Minimize (Meta+F9)**  -- Iconify the window.
* **Maximize (Meta+F10)**  -- Make the window the size of the root window, usually the whole of the display size.
* **Lower (Meta+F3)**  -- Move the window to the bottom of the window stack. Windows may be ***tiled*** on top of each other (***see*** below). The front window being the top of the stack.
* **Close (Meta+F4)**  -- Quit the program. Some simple applications (Chapter [![[*]](data:image/gif;base64,R0lGODlhDQANAPEAAL+/v+fn529vbwAAACH5BAEAAAAALAAAAAANAA0AAAIfjI+pKAYPoWgh2umspHrnjlUdEI4kN5YpNbUu9sZCAQA7)](http://www.cs.cf.ac.uk/Dave/C/node2.html#ch:1stprog)) provide no ***internal*** means of termination. The Close option being the only means to achieve this.

**Minimize Button**

-- another way to iconify a window .

**Maximize Button**

-- another way to make a window the size of the root window .

The window manager must also be able to manage multiple windows from multiple client applications. There are a few important issues that need to be resolved. When running several applications together, several windows may be displayed on the screen. As a result, the display may appear cluttered and hard to navigate. The window manager provides two mechanisms to help deal with such problems:

**Active Window**

-- Only one window can receive input at any time. If you are selecting a graphical object with a mouse, then it is relatively easy for the window manager to detect this and schedule appropriate actions related to the chosen object. It is not so easy when you enter data or make selections directly from the keyboard. To resolve this only one window at a time is allowed ***keyboard focus***. This window is called the ***active window***. The selection of the active window will depend on the system configuration which the user typically has control over. There are two common methods for selecting the active window:

**Focus follows pointer**

-- The active window is the window is the window underneath mouse pointer.

**Click-to-type**

-- The active window is selected, by clicking on an area of the window, and remains active until another window is selected no matter where the mouse points.

When a window is made active its appearance will change slightly:

* Its outline frame will become shaded.
* The cursor will change appearance when placed in the window.
* The window may jump, or be ***raised*** to the top of the window stack.

The exact appearance of the above may vary from system to system and may be controlled by the user by setting environment settings in the window manager.

**Window tiling**

-- Windows may be stacked on top of each other. The window manager tries to maintain a three-dimensional ***look and feel*** . Apart from the fact that buttons, dialog boxes appear to be elevated from the screen, windows are shaded and framed in a three-dimensional fashion. The top window (or currently active window) will have slightly different appearance for instance.

The window menu has a few options for controlling the tiling of a window. Also a window can be brought to the top of the stack, or ***raised*** by clicking a part of its frame.

**Iconification**

   -- If a window is currently active and not required for input or displaying output then it may be ***iconified*** or ***minimised*** thus reducing the screen clutter. An icon (Fig. [1.5](http://www.cs.cf.ac.uk/Dave/C/node2.html#fig:icon)) is a small graphical symbol that represents the window (or application). It occupies a significantly less amount of screen area. Icons are usually arranged around the perimeter (typically bottom or left side) of the screen. The application will still be running and occupying computer memory. The window related to the icon may be reverted to by either double clicking on the icon, or selecting ***Restore*** or ***Maximise***  from the icon's window menu.

 

|  |
| --- |
| **Figure 1.5:** Sample Icon from Xterm Application |
| \begin{figure} \centerline{ \psfig {figure=icon.ps,height=1.056in,width=1.083in} }\end{figure} |

**The Root Menu**

The ***Root Menu***   is the main menu of the window manager. The root menu typically is used to control the whole display, for example starting up new windows and quitting the desktop. To display the Root menu:

* Move the mouse pointer to the Root Window.
* Hold down the left mouse button.

The default Root Menu has the following The root menu can be customised to start up common applications for example. The root menu for the ***mwm*** (Fig. [1.6](http://www.cs.cf.ac.uk/Dave/C/node2.html#fig:mwm_root_menu))  and ***dtwm*** (Fig. [1.7](http://www.cs.cf.ac.uk/Dave/C/node2.html#fig:dtwm_root_menu))   have slightly different appearance but have broadly similar actions, which are summarised below:

  ![http://www.cs.cf.ac.uk/Dave/C/mwm_root.gif](data:image/gif;base64,R0lGODdhZgCNAPcAADhDTGyCk7zGzvX/+v////8FAP8BAP8weQAAABcbAFc4AeYAMO8DAP9AAOgAADwyADRyAAAbAACzAACoAAAAAQECMAADAA1AANMAAPQieQDvAAD/AADmAACQAAAAFwAAYAAdAAAFACJAAO8A7/+T/+eC6eBsoO8AAHMAAoAAkvQAzAAAA/8AQP8AAP8BAwAA7wAA/wAA5iAgoAAb/wA45QAIsO/v7/92cOdW0JwkTACTGwCCTQlsMAAA5QEAUP8bk/9Ngv8wbAAUByWE+AD//wD/5QH/0AAAcAAA+AAAqAPvAED/ABDYARdwAG3zAMJ8AxcZG1ZKtGBkNBsAALQAACwDAQMAAEAAGwAAtBIHMHRAAA+TAISCAABsVQAAGwEAtAMATABVAGswAAA4AgAbGwA4OBYIAADvAwB2QABWAAAkcQA4/xkbAFBNAAAwHGBVAAA4lRkA/0oH5lj0EAAABQAAYnwDeAGCOCNsAABwGwDQs2vkqP8bAOg4AEgABAUAAB4AAHADHgAC/wBAAAAiRhoA/04A/6AA/xcAAFYAAGAAChn/AErnAFhAHABxAABBAHzsvwCTAAGCACNsvgBAF2si5OhVAEgwByUUFQCCAQFsVOkAAIgKA/8Ak+kAgoQCbP8AGekAk4BvJACTGQCCSgBsWI0AlmYA/wEAGwAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAACwAAAAAZgCNAAAI/gAFCBxIsKDBgwgTKlzIsKHDhxAjSpzYEIDAABgzatzIsaPHjyBDihzZEYBFASRTqlzJkqXJiyQJyJTZUiMBjzQ35qxJ8iXKmDZ5BrjZcWdGo0JB+kxJFGPToUihPp05U+fQoFN33qzqNGjIpUCPiu069qpXjluxliWas+3Zj2BHNp1r1WxZu1anmtWLl+1bj3FFUv3r9+1Tr4XZUi1Mlq/Sk0zX1j3seHJjsnUv3wUMOaxdyphDH15LF+9dxqZLdpZ7tjRm0EWPui7Nt+1ojoFDZpU9mqvO3jhtam1N8/bG3EmTK+eJfLnz519XQ59O/fjJxdiza9/Ovbv37+Bn/javTn65z/Do06tf/318+ffMpcOfHx8m/fst3ePfz9k+//+P+QdgZqyZJx9Uf/Fk3GcqLejSgUY52OBHElLoHHJphSbVZhr21ZpYvjkV4oix4QYhg5KhmFplsymWooqzqSbgXq8h9uKHop2Wo2mMuaYRhppJ5VtiwV2Fmo9HakhbhxgB2ZWPamWI1pM7emglbEZmKeNPH0IJopZTaulYbTZ2CaZ1M+52o5fCyZbZmCLeqKKJabYpHJYOaoWnYVJu+CZcBw4oaAD6DbpfoYbeh2ii8y3K6HuOPkpepJJSR2ml0C1a4W9zuYUphkNOSFhkCV4oH5mkbrapkpOeGluo/iB2p2RUPD656ki53WZblVjyGuZYniYHKoFJsopjh7BVVh+Xv+loZa3EDUYgjRzmFyiwZdY4KpPbKluTfsXCuW1q0xabVK7Z7uWisc6SGyO3D6YJ62vFqVourSJmha+1M2Ja4nOXMnprSgH7q1zBBp97bcKt9stww8w+DOnCEmdKccWmOowxwBfDi5OeqD0K6nCpsivXYhAT6/GvJgs2bcYR6+qnh97Nahxl+pbqV4joorWuuPbKieyL7+7aJIS9mtvrnDJblu2SZY1HcpBzQiskrcBZTWSV4O4INLsVZr1nWkhm1PWVx4Ltsp1jg+lYz1T/DGXS1dKtdrsjl51v/tVLh3in3zOveRbCGxPcceFCEY64SIovHmDEjhuoceTLUm7x5JbHCzlLgIsqaN5hKzdwdU6uPHqRn594mm3SHhmhW503qrq2fD8bstGHzq43jyyafPrBSL8urdX5zvssfqWzSTy5tDM/cZ3Nj+uxucjPDmPQaVO7MunWgyw9b+BXWT3mmavUePlmH44+4+qv/7j7CpMP//vzf9t+/WhuLjrioCu4NqOlc55u/peoAHYqKiTiFs4WiBXh2Q96TAJayAxDNDchSIC40h3qbiZANiUrXfyC3PCKp7zYRc9YX9Mcy9rFQed50GniW0kAWVikBb0wXUszHASJc6wS9lBw1KXK4A7vJJoIWfBeDHSWCdknP/zRSX9OpF8UdQjFKW7JJFjMoha3yMUuevGLYAyjGL9IkTKa8YwOOd/61Ig+NpbPjZnrH+eE8jvg7fB0ddwe9+5IxPBhp3hO++P4RPhDd1noS0GET/KU+C+WIRBAefvb1FQ1wqbxZ5HwslsM9WgpDU6Pgu1K5PMIWUFQ0ktnZcojE0kZp7250k5+KuHWVBmdJlqRUPebIhwtt0vK+WSMwAymMIdJTIsU85jITCYwB8DMZjrzmdCMpjSnSc1qWvOa1QwIADs=)

**Fig.**[**1.6**](http://www.cs.cf.ac.uk/Dave/C/node2.html#fig:mwm_root_menu) **The *mwm* Root Menu**

**Fig.**[**1.7**](http://www.cs.cf.ac.uk/Dave/C/node2.html#fig:dtwm_root_menu) **The CDE *dtwm* Root Menu**

**Program**

(***dtwm***) -- A sub-menu is displayed that allows a variety of programs to be called from the desktop, for example to create a new window. The list of available programs can be customised from the desktop.

**New Window**

(***mwm***) -- Create a new window which is usually an ***Xterm*** window.

**Shuffle Up**

-- Move the bottom of the window stack to the top.

**Shuffle Down**

-- Move the top of the window stack to the bottom.

**Refresh**

-- Refresh the current screen display.

**Restart**

-- Restart the Workspace.

**Logout**

  (***dtwm***) -- Quit the Window Manager.

**Exercises**

**Exercise 12158**

  **Exercise~\ref{ex.cde1}**

Add an application to the application manager

**Exercise 12159**

Practice opening, closing and moving windows around the screen and to/from the background/foreground. Get used to using the mouse and its buttons for such tasks.

**Exercise 12160**

Figure out the function of each of the three mouse buttons. Pay particular attention to the different functions the buttons in different windows (applications) and also when the mouse is pointing to the background.

**Exercise 12161**

Find out how to resize windows etc. and practice this.

**Exercise 12162**

Fire up the texteditor of your choice (You may use dtpad (basic but functional), textedit application (SOLARIS basic editor), emacs/Xemacs, or vi) and practice editing text files. Create any files you wish for now. Figure out basic options like cut and paste of text around the file, saving and loading files, searching for strings in the text and replacing strings.

Particularly pay attention in getting used to using the Key Strokes and / or mouse to perform the above tasks.

**Exercise 12163**

Use Unix Commands to

**1.**

Copy a file (created by text editor or other means) to another file called spare.

**2.**

Rename your original file to b called new.

**3.**

Delete the file spare.

**4.**

Display your original file on the terminal.

**5.**

Print your file out.

**Exercise 12164**

Familiarise yourself with other UNIX functions by creating various files of text etc. and trying out the various functions listed in handouts

# C/C++ Program Compilation

In this chapter we begin by outlining the basic processes you need to go through in order to compile your C (or C++) programs. We then proceed to formally describe the C compilation model and also how C supports additional libraries.

# Creating, Compiling and Running Your Program

The stages of developing your C program are as follows. (See Appendix [![[*]](data:image/gif;base64,R0lGODlhDQANAPEAAL+/v+fn529vbwAAACH5BAEAAAAALAAAAAANAA0AAAIfjI+pKAYPoWgh2umspHrnjlUdEI4kN5YpNbUu9sZCAQA7)](http://www.cs.cf.ac.uk/Dave/C/node3.html#app:compiler) and exercises for more info.)

## Creating the program

Create a file containing the complete program, such as the above example. You can use any ordinary editor with which you are familiar to create the file. One such editor is textedit available on most UNIX systems.

The filename must by convention end ``.c'' (full stop, lower case c), e.g. myprog.c or progtest.c. The contents must obey C syntax. For example, they might be as in the above example, starting with the line /\* Sample .... (or a blank line preceding it) and ending with the line } /\* end of program \*/ (or a blank line following it).

## Compilation

There are many C compilers around. The cc being the default Sun compiler. The GNU C compiler gcc is popular and available for many platforms. PC users may also be familiar with the Borland bcc compiler.

There are also equivalent C++ compilers which are usually denoted by CC (note upper case CC. For example Sun provides CC and GNU GCC. The GNU compiler is also denoted by g++

Other (less common) C/C++ compilers exist. All the above compilers operate in essentially the same manner and share many common command line options. Below and in Appendix [![[*]](data:image/gif;base64,R0lGODlhDQANAPEAAL+/v+fn529vbwAAACH5BAEAAAAALAAAAAANAA0AAAIfjI+pKAYPoWgh2umspHrnjlUdEI4kN5YpNbUu9sZCAQA7)](http://www.cs.cf.ac.uk/Dave/C/node3.html#app:compiler) we list and give example uses many of the common compiler options. However, the **best** source of each compiler is through the online manual pages of your system: e.g. man cc.

For the sake of compactness in the basic discussions of compiler operation we will simply refer to the cc compiler -- other compilers can simply be substituted in place of cc unless otherwise stated.

To Compile your program simply invoke the command cc. The command must be followed by the name of the (C) program you wish to compile. A number of compiler options can be specified also. We will not concern ourselves with many of these options yet, some useful and often essential options are introduced below -- See Appendix [![[*]](data:image/gif;base64,R0lGODlhDQANAPEAAL+/v+fn529vbwAAACH5BAEAAAAALAAAAAANAA0AAAIfjI+pKAYPoWgh2umspHrnjlUdEI4kN5YpNbUu9sZCAQA7)](http://www.cs.cf.ac.uk/Dave/C/node3.html#app:compiler) or online manual help for further details.

Thus, the basic compilation command is:

    cc program.c

where program.c is the name of the file.

If there are obvious errors in your program (such as mistypings, misspelling one of the key words or omitting a semi-colon), the compiler will detect and report them.

There may, of course, still be logical errors that the compiler cannot detect. You may be telling the computer to do the wrong operations.

When the compiler has successfully digested your program, the compiled version, or executable, is left in a file called a.out or if the compiler option -o is used : the file listed after the -o.

It is more convenient to use a -o and filename in the compilation as in

    cc -o program program.c

which puts the compiled program into the file program (or any file you name following the "-o" argument) **instead** of putting it in the file a.out .

## Running the program

The next stage is to actually run your executable program. To run an executable in UNIX, you simply type the name of the file containing it, in this case program (or a.out)

This executes your program, printing any results to the screen. At this stage there may be run-time errors, such as division by zero, or it may become evident that the program has produced incorrect output.

If so, you must return to edit your program source, and recompile it, and run it again.

# The C Compilation Model

We will briefly highlight key features of the C Compilation model (Fig. [2.1](http://www.cs.cf.ac.uk/Dave/C/node3.html#fig:comp)) here.

 ![http://www.cs.cf.ac.uk/Dave/C/cmodel.gif](data:image/gif;base64,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)

**Fig.**[**2.1**](http://www.cs.cf.ac.uk/Dave/C/node3.html#fig:comp) **The C Compilation Model**

## The Preprocessor

We will study this part of the compilation process in greater detail later (Chapter [13](http://www.cs.cf.ac.uk/Dave/C/node14.html#ch:preprocess). However we need some basic information for some C programs.

The Preprocessor accepts source code as input and is responsible for

* removing comments
* interpreting special preprocessor directives denoted by #.

For example

* #include -- includes contents of a named file. Files usually called header files. e.g
  + #include <math.h> -- standard library maths file.
  + #include <stdio.h> -- standard library I/O file
* #define -- defines a symbolic name or constant. Macro substitution.
  + #define MAX\_ARRAY\_SIZE 100

## C Compiler

The C compiler translates source to assembly code. The source code is received from the preprocessor.

## Assembler

The assembler creates object code. On a UNIX system you may see files with a .o suffix (.OBJ on MSDOS) to indicate object code files.

## Link Editor

If a source file references library functions or functions defined in other source files the link editor combines these functions (with main()) to create an executable file. External Variable references resolved here also. More on this later (Chapter [34](http://www.cs.cf.ac.uk/Dave/C/node35.html#ch:prog)).

## Some Useful Compiler Options

Now that we have a basic understanding of the compilation model we can now introduce some useful and sometimes essential common compiler options. Again see the online man pages and Appendix [![[*]](data:image/gif;base64,R0lGODlhDQANAPEAAL+/v+fn529vbwAAACH5BAEAAAAALAAAAAANAA0AAAIfjI+pKAYPoWgh2umspHrnjlUdEI4kN5YpNbUu9sZCAQA7)](http://www.cs.cf.ac.uk/Dave/C/node3.html#app:compiler) for further information and additional options.

**-c**

Suppress the linking process and produce a .o file for each source file listed. Several can be subsequently linked by the cc command, for example:

    cc file1.o file2.o ...... -o executable

**-llibrary**

Link with object libraries. This option must follow the source file arguments. The object libraries are archived and can be standard, third party or user created libraries (We discuss this topic briefly below and also in detail later (Chapter [34](http://www.cs.cf.ac.uk/Dave/C/node35.html#ch:prog)). Probably the most commonly used library is the math library ( math.h). You must link in this library explicitly if you wish to use the maths functions (**note** do note forget to #include <math.h> header file), for example:

    cc calc.c -o calc -lm

Many other libraries are linked in this fashion (see below)

**-Ldirectory**

Add directory to the list of directories containing object-library routines. The linker always looks for standard and other system libraries in /lib and /usr/lib. If you want to link in libraries that you have created or installed yourself (unless you have certain privileges and get the libraries installed in /usr/lib) you **will** have to specify where you files are stored, for example:

    cc prog.c -L/home/myname/mylibs mylib.a

**-Ipathname**

Add pathname to the list of directories in which to search for #include files with relative filenames (not beginning with slash /).

BY default, The preprocessor first searches for #include files in the directory containing source file, then in directories named with -I options (if any), and finally, in /usr/include. So to include header files stored in /home/myname/myheaders you would do:

    cc prog.c -I/home/myname/myheaders

**Note:** System library header files are stored in a special place (/usr/include) and are not affected by the -I option. System header files and user header files are included in a slightly different manner (see Chapters [13](http://www.cs.cf.ac.uk/Dave/C/node14.html#ch:preprocess) and [34](http://www.cs.cf.ac.uk/Dave/C/node35.html#ch:prog))

**-g**

invoke debugging option. This instructs the compiler to produce additional symbol table information that is used by a variety of debugging utilities.

**-D**

define symbols either as identifiers (-Didentifer) or as values (-Dsymbol=value) in a similar fashion as the #define preprocessor command. For more details on the use of this argument see Chapter [13](http://www.cs.cf.ac.uk/Dave/C/node14.html#ch:preprocess).

For further information on general compiler options and the GNU compiler refer to Appendix [![[*]](data:image/gif;base64,R0lGODlhDQANAPEAAL+/v+fn529vbwAAACH5BAEAAAAALAAAAAANAA0AAAIfjI+pKAYPoWgh2umspHrnjlUdEI4kN5YpNbUu9sZCAQA7)](http://www.cs.cf.ac.uk/Dave/C/node3.html#app:compiler).

## Using Libraries

C is an extremely small language. Many of the functions of other languages are not included in C. e.g. No built in I/O, string handling or maths functions.

What use is C then?

C provides functionality through a rich set function libraries.

As a result most C implementations include standard libraries of functions for many facilities ( I/O etc.). For many practical purposes these may be regarded as being part of C. But they may vary from machine to machine. (cf Borland C for a PC to UNIX C).

A programmer can also develop his or her own function libraries and also include special purpose third party libraries (e.g. NAG, PHIGS).

All libraries (except standard I/O) need to be explicitly linked in with the -l and, possibly, -L compiler options described above.

## UNIX Library Functions

The UNIX system provides a large number of C functions as libraries. Some of these implement frequently used operations, while others are very specialised in their application.

**Do Not Reinvent Wheels**: It is wise for programmers to check whether a library function is available to perform a task before writing their own version. This will reduce program development time. The library functions have been tested, so they are more likely to be correct than any function which the programmer might write. This will save time when debugging the program.

Later chapters deal with all important standard library issues and other common system libraries.

## Finding Information about Library Functions

The UNIX manual has an entry for all available functions. Function documentation is stored in section 3 of the manual, and there are many other useful system calls in section 2. If you already know the name of the function you want, you can read the page by typing (to find about sqrt):

    man 3 sqrt

If you don't know the name of the function, a full list is included in the introductory page for section 3 of the manual. To read this, type

    man 3 intro

There are approximately 700 functions described here. This number tends to increase with each upgrade of the system.

On any manual page, the SYNOPSIS section will include information on the use of the function. For example:

#include <time.h>

char \*ctime(time\_t \*clock)

This means that you must have

#include <time.h>

in your file before you call ctime. And that function ctime takes a pointer to type time\_t as an argument, and returns a string (char \*). time\_t will probably be defined in the same manual page.

The DESCRIPTION section will then give a short description of what the function does. For example:

ctime() converts a long integer, pointed to by clock, to a

26-character string of the form produced by asctime().

# Lint -- A C program verifier

You will soon discover (if you have not already) that the C compiler is pretty vague in many aspects of checking program correctness, particularly in type checking. Careful use of prototyping of functions can assist modern C compilers in this task. However, There is still no guarantee that once you have successfully compiled your program that it will run correctly.

The UNIX utility lint can assist in checking for a multitude of programming errors. Check out the online manual pages (man lint) for complete details of lint. It is well worth the effort as it can help save many hours debugging your C code.

To run lint simply enter the command:

    lint myprog.c.

Lint is particularly good at checking type checking of variable and function assignments, efficiency, unused variables and function identifiers, unreachable code and possibly memory leaks. There are many useful options to help control lint (see man lint).

# Exercises

**Exercise 12171**

Enter, compile and run the following program:

main()

{ int i;

printf("\t Number \t\t Square of Number\n\n");

for (i=0; i<=25;++i)

printf("\t %d \t\t\t %d \n",i,i\*i);

}

**Exercise 12172**

The following program uses the math library. Enter compile and run it correctly.

#include <math.h>

main()

{ int i;

printf("\t Number \t\t Square Root of Number\n\n");

for (i=0; i<=360; ++i)

printf("\t %d \t\t\t %d \n",i, sqrt((double) i));

}

**Exercise 12173**

Look in /lib and /usr/lib and see what libraries are available.

* Use the man command to get details of library functions
* Explore the libraries to see what each contains by running the command ar t libfile.

**Exercise 12174**

Look in /usr/include and see what header files are available.

* Use the more or cat commands to view these text files
* Explore the header files to see what each contains, note the include, define, type definitions and function prototypes declared in them

**Exercise 12175**

Suppose you have a C program whose main function is in main.c and has other functions in the files input.c and output.c:

* What command(s) would you use on your system to compile and link this program?
* How would you modify the above commands to link a library called process1 stored in the standard system library directory?
* How would you modify the above commands to link a library called process2 stored in your home directory?
* Some header files need to be read and have been found to located in a header subdirectory of your home directory and also in the current working directory. How would you modify the compiler commands to account for this?

**Exercise 12176**

Suppose you have a C program composed of several separate files, and they include one another as shown below:

|  |  |
| --- | --- |
| **Figure 1.5:** Sample Icon from Xterm Application | |
| File | Include Files |
| main.c | stdio.h, process1.h |
| input.c | stdio.h, list.h |
| output.c | stdio.h |
| process1.c | stdio.h, process1.h |
| process2.c | stdio.h, list.h |

* Which files have to recompiled after you make changes to process1.c?
* Which files have to recompiled after you make changes to process1.h?
* Which files have to recompiled after you make changes to list.h?

# C Basics

  Before we embark on a brief tour of C's basic syntax and structure we offer a brief history of C and consider the characteristics of the C language.

In the remainder of the Chapter we will look at the basic aspects of C programs such as C program structure, the declaration of variables, data types and operators. We will assume knowledge of a high level language, such as PASCAL.

It is our intention to provide a quick guide through similar C principles to most high level languages. Here the syntax may be slightly different but the concepts exactly the same.

C does have a few surprises:

* Many High level languages, like PASCAL, are highly disciplined and structured.
* **However beware** -- C is much more flexible and free-wheeling. This freedom gives C much more **power** that experienced users can employ. The above example below (mystery.c) illustrates how bad things could really get.

# History of C

The milestones in C's development as a language are listed below:

* UNIX developed c. 1969 -- DEC PDP-7 Assembly Language
* BCPL -- a user friendly OS providing powerful development tools developed from BCPL. Assembler tedious long and error prone.
* A new language ``B'' a second attempt. c. 1970.
* A totally new language ``C'' a successor to ``B''. c. 1971
* By 1973 UNIX OS almost totally written in ``C''.

# Characteristics of C

We briefly list some of C's characteristics that define the language and also have lead to its popularity as a programming language. Naturally we will be studying many of these aspects throughout the course.

* Small size
* Extensive use of function calls
* Loose typing -- unlike PASCAL
* Structured language
* Low level (BitWise) programming readily available
* Pointer implementation - extensive use of pointers for memory, array, structures and functions.

C has now become a widely used professional language for various reasons.

* It has high-level constructs.
* It can handle low-level activities.
* It produces efficient programs.
* It can be compiled on a variety of computers.

Its main drawback is that it has poor error detection which can make it off putting to the beginner. However diligence in this matter can pay off handsomely since having learned the rules of C we can break them. Not many languages allow this. This if done properly and carefully leads to the power of C programming.

As an extreme example the following C code (mystery.c) is actually legal C code.

#include <stdio.h>

main(t,\_,a)

char \*a;

{return!0<t?t<3?main(-79,-13,a+main(-87,1-\_,

main(-86, 0, a+1 )+a)):1,t<\_?main(t+1, \_, a ):3,main ( -94, -27+t, a

)&&t == 2 ?\_<13 ?main ( 2, \_+1, "%s %d %d\n" ):9:16:t<0?t<-72?main(\_,

t,"@n'+,#'/\*{}w+/w#cdnr/+,{}r/\*de}+,/\*{\*+,/w{%+,/w#q#n+,/#{l,+,/n{n+\

,/+#n+,/#;#q#n+,/+k#;\*+,/'r :'d\*'3,}{w+K w'K:'+}e#';dq#'l q#'+d'K#!/\

+k#;q#'r}eKK#}w'r}eKK{nl]'/#;#q#n'){)#}w'){){nl]'/+#n';d}rw' i;# ){n\

l]!/n{n#'; r{#w'r nc{nl]'/#{l,+'K {rw' iK{;[{nl]'/w#q#\

n'wk nw' iwk{KK{nl]!/w{%'l##w#' i; :{nl]'/\*{q#'ld;r'}{nlwb!/\*de}'c \

;;{nl'-{}rw]'/+,}##'\*}#nc,',#nw]'/+kd'+e}+;\

#'rdq#w! nr'/ ') }+}{rl#'{n' ')# }'+}##(!!/")

:t<-50?\_==\*a ?putchar(a[31]):main(-65,\_,a+1):main((\*a == '/')+t,\_,a\

+1 ):0<t?main ( 2, 2 , "%s"):\*a=='/'||main(0,main(-61,\*a, "!ek;dc \

i@bK'(q)-[w]\*%n+r3#l,{}:\nuwloca-O;m .vpbks,fxntdCeghiry"),a+1);}

It will compile and run and produce meaningful output. Try this program out. Try to compile and run it yourself. [Alternatively you may run it from here and see the output](http://www.cs.cf.ac.uk/User/Dave.Marshall/mystery).

Clearly nobody ever writes code like or at least should never. This piece of code actually one an international Obfuscated C Code Contest <http://reality.sgi.com/csp/iocc> The standard for C programs was originally the features set by Brian Kernighan. In order to make the language more internationally acceptable, an international standard was developed, ANSI C (American National Standards Institute).

# C Program Structure

A C program basically has the following form:

* Preprocessor Commands
* Type definitions
* Function prototypes -- declare function types and variables passed to function.
* Variables
* Functions

We must have a main() function.

A function has the form:

type function\_name (parameters)

{

local variables

C Statements

}

If the type definition is omitted C assumes that function returns an **integer** type. **NOTE:** This can be a source of problems in a program.

So returning to our first C program:

  /\* Sample program \*/

main()

{

printf( ``I Like C ![$\backslash$](data:image/gif;base64,R0lGODlhDAAgAIAAAAAAAP///yH5BAEAAAEALAAAAAAMACAAQAIijI8ZoL0OF4sGTGppujBj7XWcRoLYqKDpyUbq1orlTNdaAQA7)n'' );

exit ( 0 );

}

**NOTE**:

* C requires a semicolon at the end of **every** statement.
* printf is a standard C function -- called from main.
* ![$\backslash$](data:image/gif;base64,R0lGODlhDAAgAIAAAAAAAP///yH5BAEAAAEALAAAAAAMACAAQAIijI8ZoL0OF4sGTGppujBj7XWcRoLYqKDpyUbq1orlTNdaAQA7)n signifies newline. **Formatted output** -- more later.
* exit() is also a standard function that causes the program to terminate. Strictly speaking it is not needed here as it is the last line of main() and the program will terminate anyway.

Let us look at another printing statement:   
printf(``.![$\backslash$](data:image/gif;base64,R0lGODlhDAAgAIAAAAAAAP///yH5BAEAAAEALAAAAAAMACAAQAIijI8ZoL0OF4sGTGppujBj7XWcRoLYqKDpyUbq1orlTNdaAQA7)n.1![$\backslash$](data:image/gif;base64,R0lGODlhDAAgAIAAAAAAAP///yH5BAEAAAEALAAAAAAMACAAQAIijI8ZoL0OF4sGTGppujBj7XWcRoLYqKDpyUbq1orlTNdaAQA7)n..2![$\backslash$](data:image/gif;base64,R0lGODlhDAAgAIAAAAAAAP///yH5BAEAAAEALAAAAAAMACAAQAIijI8ZoL0OF4sGTGppujBj7XWcRoLYqKDpyUbq1orlTNdaAQA7)n...3![$\backslash$](data:image/gif;base64,R0lGODlhDAAgAIAAAAAAAP///yH5BAEAAAEALAAAAAAMACAAQAIijI8ZoL0OF4sGTGppujBj7XWcRoLYqKDpyUbq1orlTNdaAQA7)n'');

The output of this would be:

    .

.1

..2

...3

# Variables

C has the following simple data types:

![http://www.cs.cf.ac.uk/Dave/C/cvar.gif](data:image/gif;base64,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)

The Pascal Equivalents are:

![http://www.cs.cf.ac.uk/Dave/C/cpas.gif](data:image/gif;base64,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)

On UNIX systems all ints are long ints unless specified as short int explicitly.

**NOTE:** There is **NO** Boolean type in C -- you should use char, int or (better) unsigned char.

Unsigned can be used with all char and int types.

To declare a variable in C, do:

   var\_type list variables;

e.g. int i,j,k;

float x,y,z;

char ch;

## Defining Global Variables

Global variables are defined above main() in the following way:-

          short number,sum;

int bignumber,bigsum;

char letter;

main()

{

}

It is also possible to pre-initialise global variables using the = operator for assignment.

**NOTE:** The = operator is the same as := is Pascal.

For example:-

          float sum=0.0;

int bigsum=0;

char letter=`A';

main()

{

}

This is the same as:-

          float sum;

int bigsum;

char letter;

main()

{

sum=0.0;

bigsum=0;

letter=`A';

}

...but is more efficient.

C also allows multiple assignment statements using =, for example:

          a=b=c=d=3;

...which is the same as, but more efficient than:

          a=3;

b=3;

c=3;

d=3;

This kind of assignment is only possible if all the variable types in the statement are the same.

You can define your own types use typedef. This will have greater relevance later in the course when we learn how to create more complex data structures.

As an example of a simple use let us consider how we may define two new types real and letter. These new types can then be used in the same way as the pre-defined C types:

          typedef real float;

typedef letter char;

Variables declared:

real sum=0.0;

letter nextletter;

## Printing Out and Inputting Variables

C uses formatted output. The printf function has a special formatting character (%) -- a character following this defines a certain format for a variable:

    %c -- characters

%d -- integers

%f -- floats

   e.g. printf(``%c %d %f'',ch,i,x);

**NOTE:** Format statement enclosed in ``...'', variables follow after. Make sure order of format and variable data types match up.

scanf() is the function for inputting values to a data structure: Its format is similar to printf:

   i.e. scanf(``%c %d %f'',&ch,&i,&x);

**NOTE:** & before variables. Please accept this for now and **remember** to include it. It is to do with pointers which we will meet later (Section [17.4.1](http://www.cs.cf.ac.uk/Dave/C/node18.html#sec:printf)).

# Constants

ANSI C allows you to declare constants. When you declare a constant it is a bit like a variable declaration except the value cannot be changed.

The const keyword is to declare a constant, as shown below:

int const a = 1;

const int a =2;

Note:

* You can declare the const before or after the type. Choose one an stick to it.
* It is usual to initialise a const with a value as it cannot get a value any other way.

The preprocessor #define is another more flexible (see Preprocessor Chapters) method to define constants in a program.

You frequently see const declaration in function parameters. This says simply that the function is **not** going to change the value of the parameter.

The following function definition used concepts we have not met (see chapters on functions, strings, pointers, and standard libraries) but for completenes of this section it is is included here:

void strcpy(char \*buffer, char const \*string)

The second argiment string is a C string that will not be altered by the string copying standard library function.

# Arithmetic Operations

As well as the standard arithmetic operators (+ - \* /) found in most languages, C provides some more operators. There are some notable differences with other languages, such as Pascal.

Assignment is = i.e. *i* = 4; ch = `y';

Increment ++, Decrement -- which are more efficient than their long hand equivalents, for example:-- x++ is faster than x=x+1.

The ++ and -- operators can be either in post-fixed or pre-fixed. With pre-fixed the value is computed before the expression is evaluated whereas with post-fixed the value is computed after the expression is evaluated.

In the example below, ++z is pre-fixed and the w-- is post-fixed:

          int x,y,w;

main()

{

x=((++z)-(w--)) % 100;

}

This would be equivalent to:

          int x,y,w;

main()

{

z++;

x=(z-w) % 100;

w--;

}

The % (modulus) operator only works with integers.

Division / is for both integer and float division. So be careful.

The answer to: *x* = 3 / 2 is 1 even if *x* is declared a float!!

**RULE:** If both arguments of / are integer then do integer division.

So make sure you do this. The correct (for division) answer to the above is *x* = 3.0 / 2 or *x*= 3 / 2.0 or (better) *x* = 3.0 / 2.0.

There is also a convenient **shorthand** way to express computations in C.

It is very common to have expressions like: *i* = *i* + 3 or *x* = *x*\*(*y* + 2)

This can written in C (generally) in a shorthand form like this:

![$\mbox{{\em expr}}_{1} \: \mbox{{\em op}} \: = \:\mbox{{\em expr}}_{2}$](data:image/gif;base64,R0lGODlhkAAcAIAAAAAAAP///yH5BAEAAAEALAAAAACQABwAQAL+jI+py+0Po5zUAWAuvhlp3H0Vd2xaWaUBebLeGcLqQ04gVc+6fUf5DgwKh8Si8Ygk1jiiFYh1+3Ua0NKzl3RanVWt9+uVZsfksvmMPjOvWibXteaF39hsvG1a0WPghThTFxXlZyGIAlj216eHOPUypEiYEplGVUdzaddUycnwQdkZKjpKWmp6ipqqSvrDNpXjitMTq4YVS0triVj1CScC2qj36ejZ2+vDxnss/JtpJbOV0LWIGR3mrLRpHb2ELT37yNgdDIg9/kVpvFzoEX6bm4t3NVwuI2ae9wytyVVvTw9m2gxg7UZ4K0VwmwptEA5+S8iJoS5GqypavIgxo8YIjRw7evzIoAAAOw==)

which is equivalent to (but more efficient than):

![$\mbox{{\em expr}}_{1} \: = \: \mbox{{\em expr}}_{1} \: \mbox{{\em
op}} \: \mbox{{\em expr}}_{2}$](data:image/gif;base64,R0lGODlhvgAcAIAAAAAAAP///yH5BAEAAAEALAAAAAC+ABwAQAL+jI+py+0Po5y02nsAMLpz1G1fEGImKHrayHlfSa0Z6ZKLrKZZndanIpuIfsTbUHJEJolBZfEJjUqn1Kr1is2egiFcr4UCasFgmJdMuznO5Ga47Fqx0en6+I7P6/f8vp8htxGYJghjM6iHOChHE0e41KDY6BZ2FljI8/hAScfStARZxdlpgwYZajqkeorqtgoChBojK/YXSZuAayQ1uqb71GX7EyysZFiMnKy8zNzs/AwdLT1992na+dXnem1X2nsL2w2YlJ09Iz7eYtmlM1k4y068+bVOjIkIweXOkkvvb6YO3zgf6Oagq3aM1Jxvu1KR2tcvYjeGbzy14/Jqx69WeOzyHfl4MaOrbxgdxgrXxk7JcJQuucN4rCXCRgF5yOMkS2DHXXF27qRj0ALFXM2GohTyC6nQpEaM8kOWcFOFqCaopitFLavWrVy7ev0KNqzYsWSXFQAAOw==)

So we can rewrite    *i* = *i* + 3 as *i* += 3

and    *x* = *x*\*(*y* + 2) as *x* \*= *y* + 2.

**NOTE:** that *x* \*= *y* + 2 means *x* = *x*\*(*y* + 2) and **NOT** *x* = *x*\**y* + 2.

# Comparison Operators

To test for equality is ==

**A warning:**  Beware of using ``='' instead of ``=='', such as writing accidentally

   if ( i = j ) .....

This is a perfectly **LEGAL** C statement (syntactically speaking) which copies the value in "j" into "i", and delivers this value, which will then be interpreted as TRUE if j is non-zero. This is called **assignment by value** -- a key feature of C.

Not equals is: !=

Other operators < (less than) , > (grater than), <= (less than or equals), >= (greater than or equals) are as usual.

# Logical Operators

Logical operators are usually used with conditional statements which we shall meet in the next Chapter.

The two basic logical operators are:

&& for logical AND, || for logical OR.

**Beware** & and | have a different meaning for bitwise AND and OR ( more on this later in Chapter [12](http://www.cs.cf.ac.uk/Dave/C/node13.html#ch:bits)).

# Order of Precedence

It is necessary to be careful of the meaning of such expressions as  a + b \* c

We may want the effect as either

   (a + b) \* c

or

   a + (b \* c)   
All operators have a priority, and high priority operators are evaluated before lower priority ones. Operators of the same priority are evaluated from left to right, so that

   a - b - c

is evaluated as

   ( a - b ) - c

as you would expect.

From high priority to low priority the order for all C operators (we have not met all of them yet) is:

     ( ) [ ] -> .

! ![$\sim$](data:image/gif;base64,R0lGODlhEQAPAIAAAAAAAP///yH5BAEAAAEALAAAAAARAA8AQAIcjI+JwKygooTPyYtzoKYdroXiSJaet6RJY5VGAQA7) - \* & sizeof cast ++ -

      (these are right->left)

\* / %

+ -

< <= >= >

== !=

&

![$\wedge$](data:image/gif;base64,R0lGODlhDwAPAIAAAAAAAP///yH5BAEAAAEALAAAAAAPAA8AQAIgjI+JAMaaHnRKzrtYu9v182XYCJKBNj5W1YVg6K6lUQAAOw==) |

&&

||

?: (right->left)

= += -= (right->left)

, (comma)

Thus

   a < 10 && 2 \* b < c

is interpreted as   
   ( a < 10 ) && ( ( 2 \* b ) < c )

and

   a =

b =

spokes / spokes\_per\_wheel

+ spares;

as

   a =

( b =

( spokes / spokes\_per\_wheel )

+ spares

);

# Exercises

Write C programs to perform the following tasks.

**Exercise 12270**

Input two numbers and work out their sum, average and sum of the squares of the numbers.

**Exercise 12271**

Input and output your name, address and age to an appropriate structure.

**Exercise 12272**

Write a program that works out the largest and smallest values from a set of 10 inputted numbers.

**Exercise 12273**

Write a program to read a "float" representing a number of degrees Celsius, and print as a "float" the equivalent temperature in degrees Fahrenheit. Print your results in a form such as

100.0 degrees Celsius converts to 212.0 degrees Fahrenheit.

**Exercise 12274**

Write a program to print several lines (such as your name and address). You may use either several printf instructions, each with a newline character in it, or one printf with several newlines in the string.

**Exercise 12275**

Write a program to read a positive integer at least equal to 3, and print out all possible permutations of three positive integers less or equal to than this value.

**Exercise 12276**

Write a program to read a number of units of length (a float) and print out the area of a circle of that radius. Assume that the value of pi is 3.14159 (an appropriate declaration will be given you by ceilidh - select setup).

Your output should take the form: The area of a circle of radius ... units is .... units.

If you want to be clever, and have looked ahead in the notes, print the message Error: Negative values not permitted. if the input value is negative.

**Exercise 12277**

Given as input a floating (real) number of centimeters, print out the equivalent number of feet (integer) and inches (floating, 1 decimal), with the inches given to an accuracy of one decimal place.

Assume 2.54 centimeters per inch, and 12 inches per foot.

If the input value is 333.3, the output format should be:

333.3 centimeters is 10 feet 11.2 inches.

**Exercise 12278**

Given as input an integer number of seconds, print as output the equivalent time in hours, minutes and seconds. Recommended output format is something like

7322 seconds is equivalent to 2 hours 2 minutes 2 seconds.

**Exercise 12279**

Write a program to read two integers with the following significance.

The first integer value represents a time of day on a 24 hour clock, so that 1245 represents quarter to one mid-day, for example.

The second integer represents a time duration in a similar way, so that 345 represents three hours and 45 minutes.

This duration is to be added to the first time, and the result printed out in the same notation, in this case 1630 which is the time 3 hours and 45 minutes after 12.45.

Typical output might be Start time is 1415. Duration is 50. End time is 1505.

There are a few extra marks for spotting.

Start time is 2300. Duration is 200. End time is 100.

**Conditionals**

This Chapter deals with the various methods that C can control the ***flow*** of logic in a program. Apart from slight syntactic variation they are similar to other languages.

As we have seen following logical operations exist in C:

   ==, !=, ![$\parallel$](data:image/gif;base64,R0lGODlhDAAgAIAAAAAAAP///yH5BAEAAAEALAAAAAAMACAAQAIrjI8Itxn9nHQQKibr3EZT/HUZmHjciU7mJYaRa5Fx+5YkW+Nzvaf+D0QVAAA7), &&.

One other operator is the unitary - it takes only one argument - ***not*** **!**.

These operators are used in conjunction with the following statements.

**The if statement**

The if statement has the same function as other languages. It has three basic forms:

  if (*expression*)

*statement*

...or:

  if (*expression*)

*statement1*

else

*statement2*

...or:

  if (*expression*)

*statement1*

else if (*expression*)

*statement2*

else

*statement3*

For example:-

  int x,y,w;

main()

{

if (x>0)

{

z=w;

........

}

else

{

z=y;

........

}

}

**The ? operator**

The ? (***ternary condition***) operator is a more efficient form for expressing simple if statements. It has the following form:

*expression1* ? *expression2*: *expression3*

It simply states:

if *expression1* then *expression2* else *expression3*

For example to assign the maximum of a and b to z:

  z = (a>b) ? a : b;

which is the same as:

  if (a>b)

z = a;

else

z=b;

**The switch statement**

The C switch is similar to Pascal's case statement and it allows multiple choice of a selection of items at one level of a conditional where it is a far neater way of writing multiple if statements:

  switch (*expression*) {

case *item1*:

*statement1*;

break;

case *item2*:

*statement2*;

break;

![$\vdots$](data:image/gif;base64,R0lGODlhCAAbAIAAAAAAAP///yH5BAEAAAEALAAAAAAIABsAQAIUjI+pywqfHmi02iqv3hhylH1HGBQAOw==) ![$\vdots$](data:image/gif;base64,R0lGODlhCAAbAIAAAAAAAP///yH5BAEAAAEALAAAAAAIABsAQAIUjI+pywqfHmi02iqv3hhylH1HGBQAOw==) case *itemn*:

*statementn*;

break;

default:

*statement*;

break;

}

In each case the value of *itemi* must be a constant, variables are not allowed.

The break is needed if you want to terminate the switch after execution of one choice. Otherwise the next case would get evaluated. **Note:** This is unlike most other languages.

We can also have **null** statements by just including a ; or let the switch statement ***fall through*** by omitting any statements (see ***e.g.*** below).

The default case is optional and catches any other cases.

For example:-

          switch (letter)

{

case `A':

case `E':

case `I':

case `O':

case `U':

numberofvowels++;

break;

case ` ':

numberofspaces++;

break;

default:

numberofconstants++;

break;

}

In the above example if the value of letter is `A', `E', `I', `O' or `U' then numberofvowels is incremented.

If the value of letter is ` ' then numberofspaces is incremented.

If none of these is true then the default condition is executed, that is numberofconstants is incremented.

**Exercises**

**Exercise 12304**

Write a program to read two characters, and print their value when interpreted as a 2-digit hexadecimal number. Accept upper case letters for values from 10 to 15.

**Exercise 12305**

Read an integer value. Assume it is the number of a month of the year; print out the name of that month.

**Exercise 12306**

Given as input three integers representing a date as day, month, year, print out the number day, month and year for the following day's date.

Typical input: 28 2 1992 Typical output: Date following 28:02:1992 is 29:02:1992

**Exercise 12307**

Write a program which reads two integer values. If the first is less than the second, print the message up. If the second is less than the first, print the message down If the numbers are equal, print the message equal If there is an error reading the data, print a message containing the word Error and perform exit( 0 );

**Looping and Iteration**

This chapter will look at C's mechanisms for controlling looping and iteration. Even though some of these mechanisms may look familiar and indeed will operate in standard fashion most of the time. **NOTE:** some non-standard features are available.

**The for statement**

The C for statement has the following form:

  for (*expression1*; 2; *expression3*)

*statement*;

or *{block of statements}*

*expression1* initialises; *expression2* is the terminate test; *expression3* is the modifier (which may be more than just simple increment);

**NOTE**: C basically treats for statements as while type loops

For example:

  int x;

main()

{

for (x=3;x>0;x-)

{

printf("x=%d![$\setminus$](data:image/gif;base64,R0lGODlhDAAgAIAAAAAAAP///yH5BAEAAAEALAAAAAAMACAAQAIkjI8JybcNDXhR0joruzBr3niRqJWm9IFKqSJk2DpsSp/2jZcFADs=)n",x);

}

}

...outputs:

  x=3

x=2

x=1

...to the screen

All the following are legal for statements in C. The practical application of such statements is not important here, we are just trying to illustrate peculiar features of C for that may be useful:-

  for (x=0;((x>3) && (x<9)); x++)

for (x=0,y=4;((x>3) && (y<9)); x++,y+=2)

for (x=0,y=4,z=4000;z; z/=10)

The second example shows that multiple expressions can be separated a ,.

In the third example the loop will continue to iterate until z becomes 0;

**The while statement**

The while statement is similar to those used in other languages although more can be done with the expression statement -- a standard feature of C.

The while has the form:

  while (*expression*)

*statement*

For example:

  int x=3;

main()

{ while (x>0)

{ printf("x=%d![$\setminus$](data:image/gif;base64,R0lGODlhDAAgAIAAAAAAAP///yH5BAEAAAEALAAAAAAMACAAQAIkjI8JybcNDXhR0joruzBr3niRqJWm9IFKqSJk2DpsSp/2jZcFADs=)n",x);

x-;

}

}

...outputs:

  x=3

x=2

x=1

...to the screen.

Because the while loop can accept expressions, not just conditions, the following are all legal:-

  while (x-);

while (x=x+1);

while (x+=5);

Using this type of expression, only when the result of x-, x=x+1, or x+=5, evaluates to 0 will the while condition fail and the loop be exited.

We can go further still and perform complete operations within the while ***expression***:

  while (i++ < 10);

while ( (ch = getchar()) != `q')

  putchar(ch);

The first example counts i up to 10.

The second example uses C standard library functions (See Chapter [18](http://www.cs.cf.ac.uk/Dave/C/node19.html#ch:string)) getchar() - reads a character from the keyboard - and putchar() - writes a given char to screen. The while loop will proceed to read from the keyboard and echo characters to the screen until a 'q' character is read. **NOTE:** This type of operation is used a lot in C and not just with character reading!! (See Exercises).

**The do-while statement**

C's do-while statement has the form:

  do

*statement*;

while (*expression*);

It is similar to PASCAL's repeat ... until except do while ***expression*** is true.

For example:

  int x=3;

main()

{ do {

printf("x=%d![$\setminus$](data:image/gif;base64,R0lGODlhDAAgAIAAAAAAAP///yH5BAEAAAEALAAAAAAMACAAQAIkjI8JybcNDXhR0joruzBr3niRqJWm9IFKqSJk2DpsSp/2jZcFADs=)n",x-);

}

while (x>0);

}

..outputs:-

  x=3

x=2

x=1

**NOTE:** The postfix x- operator which uses the current value of x while printing and ***then*** decrements x.

**break and continue**

C provides two commands to control how we loop:

* break -- exit form loop or switch.
* continue -- skip 1 iteration of loop.

Consider the following example where we read in integer values and process them according to the following conditions. If the value we have read is negative, we wish to print an error message and abandon the loop. If the value read is great than 100, we wish to ignore it and continue to the next value in the data. If the value is zero, we wish to terminate the loop.

   while (scanf( ``%d'', &value ) == 1 && value != 0) {

if (value < 0) {

printf(``Illegal value![$\backslash$](data:image/gif;base64,R0lGODlhDAAgAIAAAAAAAP///yH5BAEAAAEALAAAAAAMACAAQAIijI8ZoL0OF4sGTGppujBj7XWcRoLYqKDpyUbq1orlTNdaAQA7)n'');

break;

/\* Abandon the loop \*/

}

if (value > 100) {

printf(``Invalid value![$\backslash$](data:image/gif;base64,R0lGODlhDAAgAIAAAAAAAP///yH5BAEAAAEALAAAAAAMACAAQAIijI8ZoL0OF4sGTGppujBj7XWcRoLYqKDpyUbq1orlTNdaAQA7)n'');

continue;

/\* Skip to start loop again \*/

}

/\* Process the value read \*/

/\* guaranteed between 1 and 100 \*/

....;

....;

} /\* end while value != 0 \*/

**Exercises**

**Exercise 12327**

Write a program to read in 10 numbers and compute the average, maximum and minimum values.

**Exercise 12328**

Write a program to read in numbers until the number -999 is encountered. The sum of all number read until this point should be printed out.

**Exercise 12329**

Write a program which will read an integer value for a base, then read a positive integer written to that base and print its value.

Read the second integer a character at a time; skip over any leading non-valid (i.e. not a digit between zero and ``base-1'') characters, then read valid characters until an invalid one is encountered.

Input Output

========== ======

10 1234 1234

8 77 63 (the value of 77 in base 8, octal)

2 1111 15 (the value of 1111 in base 2, binary)

The base will be less than or equal to 10.

**Exercise 12330**

Read in three values representing respectively

a capital sum (integer number of pence),

a rate of interest in percent (float),

and a number of years (integer).

Compute the values of the capital sum with compound interest added over the given period of years. Each year's interest is calculated as

interest = capital \* interest\_rate / 100;

and is added to the capital sum by

capital += interest;

Print out money values as pounds (pence / 100.0) accurate to two decimal places.

Print out a floating value for the value with compound interest for each year up to the end of the period.

Print output year by year in a form such as:

Original sum 30000.00 at 12.5 percent for 20 years

Year Interest Sum

----+-------+--------

1 3750.00 33750.00

2 4218.75 37968.75

3 4746.09 42714.84

4 5339.35 48054.19

5 6006.77 54060.96

6 6757.62 60818.58

7 7602.32 68420.90

8 8552.61 76973.51

9 9621.68 86595.19

10 10824.39 97419.58

**Exercise 12331**

Read a positive integer value, and compute the following sequence: If the number is even, halve it; if it's odd, multiply by 3 and add 1. Repeat this process until the value is 1, printing out each value. Finally print out how many of these operations you performed.

Typical output might be:

Inital value is 9

Next value is 28

Next value is 14

Next value is 7

Next value is 22

Next value is 11

Next value is 34

Next value is 17

Next value is 52

Next value is 26

Next value is 13

Next value is 40

Next value is 20

Next value is 10

Next value is 5

Next value is 16

Next value is 8

Next value is 4

Next value is 2

Final value 1, number of steps 19

If the input value is less than 1, print a message containing the word

Error

and perform an

exit( 0 );

**Exercise 12332**

Write a program to count the vowels and letters in free text given as standard input. Read text a character at a time until you encounter end-of-data.

Then print out the number of occurrences of each of the vowels a, e, i, o and u in the text, the total number of letters, and each of the vowels as an integer percentage of the letter total.

Suggested output format is:

Numbers of characters:

a 3 ; e 2 ; i 0 ; o 1 ; u 0 ; rest 17

Percentages of total:

a 13%; e 8%; i 0%; o 4%; u 0%; rest 73%

Read characters to end of data using a construct such as

char ch;

while(

( ch = getchar() ) >= 0

) {

/\* ch is the next character \*/ ....

}

to read characters one at a time using getchar() until a negative value is returned.

**Exercise 12333**

Read a file of English text, and print it out one word per line, all punctuation and non-alpha characters being omitted.

For end-of-data, the program loop should read until "getchar" delivers a value <= 0. When typing input, end the data by typing the end-of-file character, usually control-D. When reading from a file, "getchar" will deliver a negative value when it encounters the end of the file.

Typical output might be

Read

a

file

of

English

text

and

print

it

out

one

etc.